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ABSTRACT

The objective of this paper is to identify and study object oriented constructs exhibiting feedback mechanisms required for the operational simulation of construction projects. To illustrate the concepts involved, we chose a demonstration in earthmoving operations.

Contrary to manufacturing operations, the "factory floor", i.e. the construction site, has a profound impact on the performance of operational resources. Any meaningful representation of construction operations should therefore include, as an integral part, the construction site. The proposed paper emphasizes an integrated approach to the solution of this problem. In our approach, the various components exchange information during simulation. This guarantees that performance parameters are constantly updated as the simulation continues. By updating performance parameters as the simulation proceeds, we are taking into consideration the impact of the construction site on the productivity of equipment, an element that has considerable ramifications on system's performance.

Through the creation of a library of object oriented constructs representing construction resources, the construction team can create the simulation model by specifying its component objects. The utilization of object oriented elements in the model facilitates its creation, gives the simulation model the ability to update its instance variables through the simulation and enhances the comprehensibility of the simulation model. The behavior of the model through simulation is displayed with the aid of animated computer graphics.

SIMULATION IN CONSTRUCTION

Construction operations, similar to production operations, can be broken down to a series of work tasks having static or stochastic durations. In contrast to production operations, construction operations are usually repetitive in nature, mostly labor intensive and carried out in open environments making them susceptible to factors such as weather conditions that are hard to predict or control.

We have selected earthmoving operations to highlight specific problems that are unique in the operational simulation of construction activities. Earthwork operations are highly dependent on the topographic changes that occur during this type of construction and afford an excellent model for explaining advantages of this approach.

WORK TO DATE

Simulation analyses employed in earthmoving applications resembled the flowchart shown in fig.(1).

![Flowchart of Analyses Employed](image)

Fig.(1) Flowchart of Analyses Employed

Following the early work at Stanford University by Fondahl, Gaarslev and Teicholz [3,4,5], Halpin [6] developed CYCLONE (CYClic Operation NEtwork) using a graphical modeling format which is an adaptation of GERTS II IQ, a member of the GERTS family of programs developed by Pritsker and Associates [7]. GERT (Graphical Evaluation and Review Technique) is a method for analyzing networks which have stochastic and logical properties. At Stanford University, CYCLONE modeling capability was extended and the program has undergone several modifications including porting it to an interactive microcomputer environment and utilizing computer graphics [8,9].

Shown in fig.(2) from [7], is a CYCLONE network for an earthmoving operation. When a loader, earth and a truck are available, the loading can begin. After the truck is loaded, the loader returns to an idle state and the truck travels to the dump site. When the dumping activity is completed, the truck returns and joins the queue for the loader.
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Fig.(2) CYCLONE Network
Woodhead and O'Brien at the University of New South Wales in Sydney, Australia have concentrated on a time-lapse analysis system [10,11]. Bjornsson at Chalmers Institute in Sweden has experimented with micro-computer based video-tape acquisition. Carr at the University of Michigan has worked with techniques to deal with broader classes of uncertainty in the operating environment [12,13]. Kavanagh at the University of Missouri-Rolla has proposed a computer model for repetitive construction operations by using a personal computer to prepare the code for use by a remote mainframe running GPSS [14]. Ward [1], presented a computer-aided technique that is being developed for the planning, design, estimating and scheduling of horizontal construction facilities required for the support of military installations.

Because of the nature of earthmoving operations, Oloufa [16] proposed an integrated simulation approach as shown in fig.(3). Fig.(3) is a "Utopian" view of the important elements and their interaction. New elevations or soil types are considered since they will affect performance parameters such as speed. The ability to use an animated graphics representation for the construction site as shown in fig.(4) has some very important and desireable features. First, as a communications tool, the model is comprehensible to the construction project team since it employs familiar building elements such as trucks, loaders and construction site contours. Also performance inconsistencies can be easily detected by viewing the animated representation of the operation.

Fig.(3) The Utopian View
WEAKNESSES OF CURRENT APPLICATIONS

Communication is a cornerstone for a meaningful simulation and it cannot be achieved unless the model and its output are completely comprehensible to the end-users. It is desirable to develop a modeling methodology that is both capable of *accurate representation* and *easy to build models with*. It is also important to view the construction site *during* the different stages of simulation since changes in soil type or topography may lead to a better insight into the selection of different equipment or construction methods. Most current modeling methodologies fail to consider the fact that the construction site ("factory floor") is always changing with time affecting performance and durations of the various work tasks.

Current simulation languages that have an animation capability like CINEMA, CADMOTION, SIMSCRIPT and SLAMSYSTEM do not have the ability of "updating" the simulation background, or in our application, the construction site. Also, their animation capability was added to the simulation program in a later date leading to an unnatural modeling environment that worsens, even further, the correspondence between the model and its real world counterpart. There is a definite need for a simulation paradigm and language that has animation as a "built in" capability rather than an "add-on" feature.

THE "OBJECT-ORIENTED" APPROACH

The object oriented view is that the system is composed of interacting physical objects. Objects may be trucks and scrapers in an earthmoving operation or a crane in a high rise building. These objects are typically the central focus of the simulation studies. The simulation problem is one of finding convenient means of modeling these objects in an effort to simulate their behavior.

The modeling perspective employed in simulation is directly related to the modeling tools available for the simulation language being used. During the 1950's, simulation was exclusively done using general purpose programming languages. In the 1960's, GASP, SIMULA and SIMSCRIPT were among the early
general purpose simulation languages developed. These languages contained specific simulation constructs and procedures to aid the programmer in developing the model.

Later in the 1960's, a different approach was proposed with the introduction of GPSS. The novelty of GPSS was its emphasis on a modeling structure that hides from the user the mechanics of the simulation. GPSS was built upon a predefined class of active entities called "transactions" which flowed through a flowchart of selected operations; similar to the programming flow charts of procedural languages.

In the 1970's and 80's, several languages like SIMSCRIPT, GPSS/H, SLAM and SIMAN, were introduced and/or modified. These languages have tried to satisfy the dual goals of generality (found in general programming languages) and convenience (provided by specialized simulation languages) by providing a set of predefined objects and concepts for direct modeling.

**SIMULATION WITH OBJECTS**

In describing a system, we define its components and how these components interact together. We also declare the valid operations these components engage in. We also specify how this engagement affects their states before, during and after these operations. If we consider an earthmoving operation, we define the trucks, scrapers, bulldozers and other machinery involved. We also define their interaction and the likely outcome/s of their association. The states of these equipment are described before they engage in their respective operations, during, and after the operations are completed.

In the process of system modeling, the components of the system, how they interact and the possible outcomes of their interaction are identified. The next step is the mapping of these components to the respective terminology in the modeling environment. We are faced with a situation that what used to be comprehensible physical components have now to be represented in terms of transactions, queues, resources, attributes, etc. in a network-oriented simulation language.

Readability of simulation software is the property of facilitating the comparison between the physical system and its representative models. Readability is concerned with the separation of the components describing the model from the information required to gather statistics or display the behavior of the system. A major constituent for the success of any modeling environment is the readability aspect. The ability to understand the representation of the simulation model should be reserved to the professional programmer. It should also be extended to the end user who is usually the specialist in the application field and the person who is mostly familiar with the problem.

Object oriented approaches are an attempt to bridge the gap between the physical system and its computer representation. It is a methodology that
minimizes the need to "understand and learn" a model that presumably mimics a physical system whose components may already be well understood. In an object oriented environment, "objects" or "encapsulated data structures" are used to represent the various components in our system.

Each object represents a physical component of the system being modeled. The set of objects that represent the same kind of system component is called a class. A class definition is used to define a particular abstract data type. An abstract data type specifies its own operations in addition to its own characteristics.

A class has individual objects called instances. A class describes the form of its instances and how they carry out their operations. Objects communicate with other objects using messages. A message is a request that an object carry out one of its operations. A message specifies the operation desired but not how it is done. The receiving object determines how to carry out the operation requested by the message. The set of messages to which an object can respond is called its interface with the rest of the system. The object's operations can be invoked only by the messages it receives via its interface. When an object receives a message, an operation is invoked. This operation is controlled by a specific method stored within the object's definition. An object's response to the messages it receives is governed by its methods. Each method stores information on how to respond to a specific message received by the object. Each object may have public and private methods. Public methods provide the "outside" interface to the class whereas private methods provide the interface between the objects of the same class.

One of the most powerful features of object oriented languages is inheritance through hierarchical system description. The principle feature of class hierarchy is that any class inherits all the properties from its superclass. Each subclass has the properties of its super class and may also have properties that are unique to it. Some object oriented languages also permit the ability to inherit properties and methods from other classes. Inheritance facilitates programming since new classes need only be specified by their difference from an existing class rather than having to be defined from scratch.

IMPLEMENTATION OF THE OBJECT ORIENTED APPROACH

The Smalltalk object-oriented language supports discrete event simulation by providing support for simulation classes. These classes include Simulation, SimulationObject, DelayedEvent, WaitingSimulationObject, Resource, ResourceProvider and ResourceCoordinator. Smalltalk may be used for simulation by defining models based on a client-server paradigm. However, Smalltalk lacks support for time queues and other queueing with process control, limiting its applicability in general simulation modeling.

SimTalk, an extension of Smalltalk, developed by the Tektronix Corp. [18] defines a simulation control class which maintains the time queue, the simulated clock and contains other classes for the generation of random numbers, probability
distributions, statistics gathering and animation functions. In our implementation, SimTalk is used to model the earthmoving operation.

In developing our model, we start by defining the project site in terms of interacting objects. Examples of objects are equipment, labor crews and the construction elements such as contour lines, soil type, haul road profile etc.

Through the progress of the simulation, the soil and haul road "objects" can modify their attributes (i.e. slopes, soil types, rolling resistance) based on the amounts of cut and fill. This progress is communicated via messages to the other simulation classes and objects such as equipment. In turn, the equipment classes modify their performance depending on the "messages" received from the soil and haul road objects and the simulation continues...

Using Smalltalk and SimTalk, we can develop a modeling environment that addresses most of the weaknesses of current applications described before.

CONCLUSION

Contrary to manufacturing operations, the "factory floor", i.e. the construction site, has a profound impact on the performance of operational resources. Any meaningful representation of the construction operations should therefore include, as an integral part, the construction site.

Object oriented approaches introduce a superior modeling philosophy by representing simulation entities in a format that closely resembles their real life origins. This approach reduces the cognitive gap between the system and its representation. It focuses the developer's attention to the actual "object" rather than the "processes" in the system. Objects provide both data abstraction and information hiding leading to a modular approach in modeling. Each object encapsulates its "capabilities" within its definition yielding a natural decomposition of the system. Another major benefit is the ease of modifying the simulation model. Construction operations involve unexpected situations that require a quick response. The benefits and ease of developing a model using modular constructs that embody their capabilities (i.e. methods) are obvious. Also use of the object oriented approach leads to a reduction in the resulting code [25]. Reducing code size improves the readability of the simulation model and makes it easier to comprehend.

A major limitation in the use of object oriented approaches is the computational overhead that is required. It is expected however that this weakness will diminish with the emergence of more powerful machines with parallel processing.
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